**App Life Cycle**

* Apps are a sophisticated interplay between our custom code and the system frameworks.
* The system frameworks provide the basic infrastructure that all apps need to run, and you provide the code required to customize that infrastructure and give the app the look and feel we want.
* To do that effectively, it helps to understand a little bit about the iOS infrastructure and how it works.
* iOS frameworks rely on design patterns such as model-view-controller and delegation in their implementation.
* Understanding those design patterns is crucial to the successful creation of an app.

**The Structure of an App:**

* During startup, the [UIApplicationMain](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIKitFunctionReference/index.html" \l "//apple_ref/c/func/UIApplicationMain" \t "_self) function sets up several key objects and starts the app running.
* At the heart of every iOS app is the [UIApplication](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIApplication_Class/index.html" \l "//apple_ref/occ/cl/UIApplication" \t "_self) object, whose job is to facilitate the interactions between the system and other objects in the app.
* The first thing to notice is that iOS apps use a model-view-controller architecture.
* This pattern separates the app’s data and business logic from the visual presentation of that data.
* This architecture is crucial to creating apps that can run on different devices with different screen sizes.
* The Model-View-Controller (MVC) design pattern assigns objects in an application one of three roles: model, view, or controller.
* The pattern defines not only the roles objects play in the application, it defines the way objects communicate with each other.
* Each of the three types of objects is separated from the others by abstract boundaries and communicates with objectss of the other types across those boundaries.
* MVC is central to a good design for a Cocoa application.
* The benefits of adopting this pattern are numerous.
* Many objects in these applications tend to be more reusable, and their interfaces tend to be better defined.
* Applications having an MVC design are also more easily extensible than other applications.

## Model Objects:

* Model objects encapsulate the data specific to an application and define the logic and computation that manipulate and process that data.
* For example, a model object might represent a character in a game or a contact in an address book.
* A model object can have to-one and to-many relationships with other model objects, and so sometimes the model layer of an application effectively is one or more object graphs.
* Much of the data that is part of the persistent state of the application (whether that persistent state is stored in files or databases) should reside in the model objects after the data is loaded into the application.
* Because model objects represent knowledge and expertise related to a specific problem domain, they can be reused in similar problem domains.
* Ideally, a model object should have no explicit connection to the view objects that present its data and allow users to edit that data—it should not be concerned with user-interface and presentation issues.

**Communication**:

* User actions in the view layer that create or modify data are communicated through a controller object and result in the creation or updating of a model object.
* When a model object changes (for example, new data is received over a network connection), it notifies a controller object, which updates the appropriate view objects.

## View Objects:

* A view object is an object in an application that users can see.
* A view object knows how to draw itself and can respond to user actions.
* A major purpose of view objects is to display data from the application’s model objects and to enable the editing of that data.
* Despite this, view objects are typically decoupled from model objects in an MVC application.
* Because we typically reuse and reconfigure them, view objects provide consistency between applications.
* Both the UIKit and AppKit frameworks provide collections of view classes, and Interface Builder offers dozens of view objects in its Library.

**Communication**:

* View objects learn about changes in model data through the application’s controller objects and communicate user-initiated changes—for example, text entered in a text field—through controller objects to an application’s model objects.

## Controller Objects

* A controller object acts as an intermediary between one or more of an application’s view objects and one or more of its model objects.
* Controller objects are thus a conduit through which view objects learn about changes in model objects and vice versa.
* Controller objects can also perform setup and coordinating tasks for an application and manage the life cycles of other objects.

**Communication**:

* A controller object interprets user actions made in view objects and communicates new or changed data to the model layer.
* When model objects change, a controller object communicates that new model data to the view objects so that they can display it.

**Key Objects in IOS App**
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[**UIApplication**](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIApplication_Class/index.html#//apple_ref/occ/cl/UIApplication)**object:**

* The UIApplication object manages the event loop and other high-level app behaviors.
* It also reports key app transitions and some special events (such as incoming push notifications) to its delegate, which is a custom object we define.
* The UIApplication class provides a centralized point of control and coordination for apps running in iOS.
* Every app has exactly one instance of UIApplication (or, very rarely, a subclass of UIApplication).
* When an app is launched, the system calls the [UIApplicationMain](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIKitFunctionReference/index.html" \l "//apple_ref/c/func/UIApplicationMain) function; among its other tasks, this function creates a [singleton](https://developer.apple.com/library/ios/documentation/General/Conceptual/DevPedia-CocoaCore/Singleton.html#//apple_ref/doc/uid/TP40008195-CH49) UIApplication object.
* Thereafter we access the object by calling the [sharedApplication](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIApplication_Class/index.html" \l "//apple_ref/occ/clm/UIApplication/sharedApplication) class method.

**App delegateobject:**

* The app delegate is the heart of our custom code.
* This object works in tandem(one behind other) with the UIApplication object to handle app initialization, state transitions, and many high-level app events.
* This object is also the only one guaranteed to be present in every app, so it is often used to set up the app’s initial data structures.
* Delegation is a simple and powerful pattern in which one object in a program acts on behalf of, or in coordination with, another object.
* The delegating object keeps a reference to the other object—the delegate—and at the appropriate time sends a message to it.
* The message informs the delegate of an event that the delegating object is about to handle or has just handled.
* The delegate may respond to the message by updating the appearance or state of itself or other objects in the application, and in some cases it can return a value that affects how an impending event is handled.
* The main value of delegation is that it allows us to easily customize the behavior of several objects in one central object.

**Documents and data model objects:**

* Data model objects store our app’s content and are specific to our app.
* For example, a banking app might store a database containing financial transactions, whereas College database containing the student information and faculty information of respective departments.
* Apps can also use document objects(custom subclasses of [UIDocument](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIDocument_Class/index.html" \l "//apple_ref/occ/cl/UIDocument" \t "_self)) to manage some or all of their data model objects.
* Document objects are not required but offer a convenient way to group data that belongs in a single file or file package.

**View controller objects:**

* View controller objects manage the presentation of our app’s content on screen.
* A view controller manages a single view and its collection of subviews.
* When presented, the view controller makes its views visible by installing them in the app’s window.
* The [UIViewController](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIViewController_Class/index.html" \l "//apple_ref/occ/cl/UIViewController" \t "_self) class is the base class for all view controller objects.
* It provides default functionality for loading views, presenting them, rotating them in response to device rotations, and several other standard system behaviors.
* UIKit and other frameworks define additional view controller classes to implement standard system interfaces such as the image picker, tab bar interface, and navigation interface.
* The UIViewController class provides the infrastructure for managing the views of our iOS apps.
* A view controller manages a set of views that make up a portion of our app’s user interface.
* It is responsible for loading and disposing of those views, for managing interactions with those views, and for coordinating responses with any appropriate data objects.
* View controllers also coordinate their efforts with other controller objects—including other view controllers—and help manage our app’s overall interface.
* We rarely create instances of the UIViewController class directly.
* Instead, we create instances ofUIViewController subclasses and use those objects to provide the specific behaviors and visual appearances that we need.
* A view controller’s main responsibilities include the following:
* Updating the contents of the views, usually in response to changes to the underlying data.
* Responding to user interactions with views.
* Resizing views and managing the layout of the overall interface.
* A view controller is tightly bound to the views it manages and takes part in the responder chain used to handle events.
* View controllers are also [UIResponder](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIResponder_Class/index.html" \l "//apple_ref/occ/cl/UIResponder) objects and are inserted into the responder chain between the view controller’s root view and that view’s superview, which typically belongs to a different view controller.
* If none of the view controller’s views handle an event, the view controller has the option of handling the event or passing it along to the superview.

[**UIWindow**](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIWindow_Class/index.html#//apple_ref/occ/cl/UIWindow)**object:**

* A [UIWindow](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIWindow_Class/index.html" \l "//apple_ref/occ/cl/UIWindow" \t "_self) object coordinates the presentation of one or more views on a screen.
* Most apps have only one window, which presents content on the main screen, but apps may have an additional window for content displayed on an external display.
* To change the content of our app, you use a view controller to change the views displayed in the corresponding window. We never replace the window itself.
* In addition to hosting views, windows work with the UIApplication object to deliver events to our views and view controllers.
* The UIWindow class defines an object known as a **window** that manages and coordinates the views an app displays on a device screen.
* Unless an app can display content on an external device screen, an app has only one window.

**View objects,control objects, and layer objects:**

* Views and controls provide the visual representation of our app’s content.
* A view is an object that draws content in a designated rectangular area and responds to events within that area.
* Controlsare a specialized type of view responsible for implementing familiar interface objects such as buttons, text fields, and toggle switches.
* The UIKit framework provides standard views for presenting many different types of content.
* We can also define our own custom views by subclassing[UIView](https://developer.apple.com/library/ios/documentation/UIKit/Reference/UIView_Class/index.html#//apple_ref/occ/cl/UIView) (or its descendants) directly.
* Layer objects are actually data objects that represent visual content.
* Views use layer objects intensively behind the scenes to render their content.
* We can also add custom layer objects to our interface to implement complex animations and other types of sophisticated visual effects.

**Different States for an app**

**Not Running**

**Suspended**

**BackGround**

**BackGround**

**ForeGround**

**Active**

**Inactive**

**Background**

* At any given moment, syour app is in one of the states.
* The system moves our app from state to state in response to actions happening throughout the system.